Методическое пособие:

Проектирование и разработка веб-приложений. Разработка на стороне клиента
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# 1. Введение

## Для кого предназначено данное методическое пособие

Данное пособие предназначено для знакомства с клиентской веб-разработкой. Представленный материал подойдет для самостоятельного изучения и использования как основы для организации учебных практик и практических занятий в учебных заведениях.

## Необходимые начальные знания

Предполагается, что читатель знаком с основами программирования, основами HTML и CSS.

# 2. Основы JavaScript

## Введение в JavaScript

Изначально JavaScript был создан, чтобы «сделать веб-страницы живыми».

Программы на этом языке называются *скриптами*. Они могут встраиваться в HTML и выполняться автоматически при загрузке веб-страницы.

Скрипты распространяются и выполняются, как простой текст. Им не нужна специальная подготовка или компиляция для запуска.

Сегодня JavaScript может выполняться не только в браузере, но и на сервере или на любом другом устройстве, которое имеет специальную программу, называющуюся «движком» JavaScript.

У браузера есть собственный движок, который иногда называют «виртуальная машина JavaScript».

Современный JavaScript – это «безопасный» язык программирования. Он не предоставляет низкоуровневый доступ к памяти или процессору, потому что изначально был создан для браузеров, не требующих этого.

Возможности JavaScript сильно зависят от окружения, в котором он работает. Например, Node.JS поддерживает функции чтения/записи произвольных файлов, выполнения сетевых запросов и т.д.

В браузере для JavaScript доступно всё, что связано с манипулированием веб-страницами, взаимодействием с пользователем и веб-сервером.

Например, в браузере JavaScript может:

1. Добавлять новый HTML-код на страницу, изменять существующее содержимое, модифицировать стили.
2. Реагировать на действия пользователя, щелчки мыши, перемещения указателя, нажатия клавиш.
3. Отправлять сетевые запросы на удалённые сервера, скачивать и загружать файлы (технологии AJAX и COMET).
4. Получать и устанавливать куки, задавать вопросы посетителю, показывать сообщения.
5. Запоминать данные на стороне клиента («local storage»).

Возможности JavaScript в браузере ограничены ради безопасности пользователя. Цель заключается в предотвращении доступа недобросовестной веб-страницы к личной информации или нанесения ущерба данным пользователя.

Примеры таких ограничений включают в себя:

1. JavaScript на веб-странице не может читать/записывать произвольные файлы на жёстком диске, копировать их или запускать программы. Он не имеет прямого доступа к системным функциям ОС.
2. Современные браузеры позволяют ему работать с файлами, но с ограниченным доступом, и предоставляют его, только если пользователь выполняет определенные действия, такие как «перетаскивание» файла в окно браузера или его выбор с помощью тега <input>.
3. Существуют способы взаимодействия с камерой/микрофоном и другими устройствами, но они требуют явного разрешения пользователя. Таким образом, страница с поддержкой JavaScript не может незаметно включить веб-камеру, наблюдать за происходящим и отправлять информацию в ФСБ.
4. Различные окна/вкладки не знают друг о друге. Иногда одно окно, используя JavaScript, открывает другое окно. Но даже в этом случае JavaScript с одной страницы не имеет доступа к другой, если они пришли с разных сайтов (с другого домена, протокола или порта).
5. JavaScript может легко взаимодействовать с сервером, с которого пришла текущая страница. Но его способность получать данные с других сайтов/доменов ограничена. Хотя это возможно в принципе, для чего требуется явное согласие (выраженное в заголовках HTTP) с удалённой стороной. Опять же, это ограничение безопасности.

Как минимум, три сильные стороны JavaScript:

1. Полная интеграция с HTML/CSS.
2. Простые вещи делаются просто.
3. Поддерживается всеми основными браузерами и включён по умолчанию.

## Подключение скриптов

Программы на JavaScript могут быть вставлены в любое место HTML-документа с помощью тега <script> (Листинг 2.1)

**Листинг 2.1** Включение скрипта в тело страницы

<!DOCTYPE HTML>

<html>

<body>

<p>Перед скриптом...</p>

<script>

*alert*( **'Привет, мир!'** );

</script>

<p>...После скрипта.</p>

</body>

</html>

Если у вас много JavaScript-кода, вы можете поместить его в отдельный файл.

Файл скрипта можно подключить к HTML с помощью атрибута src (Листинг 2.2).

**Листинг 2.2** Подключение скрипта отдельным файлом

<script **src**=**"/path/to/script.js"**></script>

## Структура кода

### Инструкции

*Инструкции* – это синтаксические конструкции и команды, которые выполняют действия.

Мы уже видели инструкцию alert('Привет, мир!'), которая отображает сообщение «Привет, мир!».

В нашем коде может быть столько инструкций, сколько мы захотим. Инструкции могут отделяться точкой с запятой.

### Комментарии

Со временем программы становятся всё сложнее и сложнее. Возникает необходимость добавлять комментарии, которые бы описывали, что делает код и почему.

Комментарии могут находиться в любом месте скрипта. Они не влияют на его выполнение, поскольку движок просто игнорирует их.

**Однострочные комментарии начинаются с двойной косой черты //.**

Часть строки после // считается комментарием. Такой комментарий может как занимать строку целиком, так и находиться после инструкции (Листинг 2.3).

**Листинг 2.3** Однострочный комментарий

*// Этот комментарий занимает всю строку*

*alert*(**'Привет'**);

*alert*(**'Мир'**); *// Этот комментарий следует за инструкцией*

**Многострочные комментарии начинаются косой чертой со звёздочкой /\* и заканчиваются звёздочкой с косой чертой \*/** (Листинг 2.4).

**Листинг 2.4** Многострочный комментарий

*/\* Пример с двумя сообщениями.*

*Это - многострочный комментарий.*

*\*/*

*alert*(**'Привет'**);

*alert*(**'Мир'**);

## Переменные

*Переменная* – это «именованное хранилище» для данных. Мы можем использовать переменные для хранения товаров, посетителей и других данных.

Для создания переменной в JavaScript используйте ключевое слово let (Листинг 2.5).

**Листинг 2.5** Объявление переменной

**let *message***;

Теперь можно поместить в нее данные, используя оператор присваивания = (Листинг 2.6).

**Листинг 2.6** Присваивание переменной

**let *message***;

***message*** = **'Hello'**; *// сохранить строку*

Строка сохраняется в области памяти, связанной с переменной. Мы можем получить к ней доступ, используя имя переменной (Листинг 2.7).

**Листинг 2.7** Использование переменной

**let *message***;

***message*** = **'Hello!'**;

*alert*(***message***); *// показывает содержимое переменной*

Мы легко поймём концепцию «переменной», если представим её в виде «коробки» для данных с уникальным названием на ней.

Например, переменную message можно представить как коробку с названием "message" и значением "Hello!" внутри (Рисунок 2.1).
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**Рисунок. 2.1.** Визуализация переменной

Мы можем положить любое значение в коробку.

Мы также можем изменить его столько раз, сколько захотим (Листинг 2.8)

**Листинг 2.8** Изменение значение переменной

**let *message***;

***message*** = **'Hello!'**;

***message*** = **'World!'**; *// значение изменено*

*alert*(***message***);

При изменении значения старые данные удаляются из переменной (Рисунок 2.2).

![](data:image/png;base64,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)

**Рисунок. 2.2.** Визуализация изменения значения переменной

Мы также можем объявить две переменные и скопировать данные из одной в другую (Листинг 2.9).

**Листинг 2.9** Копирование значение одной переменной в другую

**let *hello*** = **'Hello world!'**;

**let *message***;

*// копируем значение 'Hello world' из переменной hello в переменную message*

***message*** = ***hello***;

*// теперь две переменные содержат одинаковые данные*

*alert*(***hello***); *// Hello world!*

*alert*(***message***); *// Hello world!*

В JavaScript есть два ограничения, касающиеся имен переменных:

1. Имя переменной должно содержать только буквы, цифры или символы $ и \_.
2. Первый символ не должен быть цифрой.

## Константы

Чтобы объявить константную, то есть, неизменяемую переменную, используйте const вместо let (Листинг 2.10).

**Листинг 2.10** Объявление констант

**const *myBirthday*** = **'18.04.1982'**;

Переменные, объявленные с помощью const, называются «константами». Их нельзя изменить. Попытка сделать это приведёт к ошибке.

Широко распространена практика использования констант в качестве псевдонимов для трудно запоминаемых значений, которые известны до начала исполнения скрипта.

Названия таких констант пишутся с использованием заглавных букв и подчеркивания (Листинг 2.11).

**Листинг 2.11** Именование констант

**const *COLOR\_RED*** = **"#F00"**;

**const *COLOR\_GREEN*** = **"#0F0"**;

**const *COLOR\_BLUE*** = **"#00F"**;

**const *COLOR\_ORANGE*** = **"#FF7F00"**;

*// ...когда нам нужно выбрать цвет*

**let *color*** = ***COLOR\_ORANGE***;

*alert*(***color***); *// #FF7F00*

## Типы данных

Переменная в JavaScript может содержать любые данные. В один момент там может быть строка, а в другой – число (Листинг 2.12).

**Листинг 2.12** Изменение типа переменной

*// Не будет ошибкой*

**let *message*** = **"hello"**;

***message*** = 123456;

Языки программирования, в которых такое возможно, называются «динамически типизированными». Это значит, что типы данных есть, но переменные не привязаны ни к одному из них.

### Число

*Числовой тип* данных (number) представляет как целочисленные значения, так и числа с плавающей точкой.

Существует множество операций для чисел, например, умножение \*, деление /, сложение +, вычитание - и так далее.

Кроме обычных чисел, существуют так называемые «специальные числовые значения», которые относятся к этому типу данных: Infinity, -Infinity и NaN.

Infinity представляет собой математическую бесконечность ∞. Это особое значение, которое больше любого числа.

NaN означает вычислительную ошибку. Это результат неправильной или неопределённой математической операции.

### Строка

Строка (string) в JavaScript должна быть заключена в кавычки (Листинг 2.13).

**Листинг 2.13** Инициализация строковой переменной

**let *str*** = **"Привет"**;

**let *str2*** = **'Одинарные кавычки тоже подойдут'**;

**let *phrase*** = **`Обратные кавычки позволяют встраивать переменные** ${***str***}**`**;

В JavaScript существует три типа кавычек.

1. Двойные кавычки: "Привет".
2. Одинарные кавычки: 'Привет'.
3. Обратные кавычки: `Привет`.

Двойные или одинарные кавычки являются «простыми», между ними нет разницы в JavaScript.

Обратные кавычки же имеют «расширенный функционал». Они позволяют нам встраивать выражения в строку, заключая их в ${…}.Пример в листинге 2.14.:

**Листинг 2.14** Использование обратных кавычек

**let *name*** = **"Иван"**;

*// Вставим переменную*

*alert*( **`Привет,** ${***name***}**!`** ); *// Привет, Иван!*

*// Вставим выражение*

*alert*( **`результат:** ${1 + 2}**`** ); *// результат: 3*

Выражение внутри ${…} вычисляется, и его результат становится частью строки. Мы можем положить туда всё, что угодно: переменную name или выражение 1 + 2, или что-то более сложное.

Обратите внимание, что это можно делать только в обратных кавычках. Другие кавычки не имеют такого функционала встраивания!

### Логический тип

*Булевый тип* (boolean) может принимать только два значения: true (истина) и false (ложь). Такой тип, как правило, используется для хранения значений да/нет: true значит «да, правильно», а false значит «нет, не правильно» (Листинг 2.15).

**Листинг 2.15** Логический тип данных

**let *nameFieldChecked*** = **true**; *// да, поле отмечено*

**let *ageFieldChecked*** = **false**; *// нет, поле не отмечено*

Булевые значения также могут быть результатом сравнений (Листинг 2.16)

**Листинг 2.16** Использование логического типа

**let *isGreater*** = 4 > 1;

*alert*( ***isGreater*** ); *// true (результатом сравнения будет "да")*

### Значение «null»

Специальное значение null не относится ни к одному из типов, описанных выше.

Оно формирует отдельный тип, который содержит только значение null (Листинг 2.17).

**Листинг 2.17** Тип данных null

**let *age*** = **null**;

В JavaScript null не является «ссылкой на несуществующий объект» или «нулевым указателем», как в некоторых других языках.

Это просто специальное значение, которое представляет собой «ничего», «пусто» или «значение неизвестно».

### Значение «undefined»

Специальное значение undefined также стоит особняком. Оно формирует тип из самого себя так же, как и null.

Оно означает, что «значение не было присвоено».

Если переменная объявлена, но ей не присвоено никакого значения, то её значением будет undefined (Листинг 2.18).

**Листинг 2.18** Тип данных undefined

**let *x***;

*alert*(***x***); *// выведет "undefined"*

## Преобразование типов

Чаще всего операторы и функции автоматически приводят переданные им значения к нужному типу.

Например, alert автоматически преобразует любое значение к строке. Математические операторы преобразуют значения к числам.

Есть также случаи, когда нам нужно явно преобразовать значение в ожидаемый тип.

### Строковое преобразование

Строковое преобразование происходит, когда требуется представление чего-либо в виде строки.

Например, alert(value) преобразует значение к строке.

Также мы можем использовать функцию String(value), чтобы преобразовать значение к строке (Листинг 2.19).

**Листинг 2.19** Строковое преобразование

**let *value*** = **true**;

*alert*(**typeof *value***); *// boolean*

***value*** = ***String***(***value***); *// теперь value это строка "true"*

*alert*(**typeof *value***); *// string*

Преобразование происходит очевидным образом. false становится "false", null становится "null" и т.п.

### Численное преобразование

Численное преобразование происходит в математических функциях и выражениях.

Например, когда операция деления / применяется не к числу (Листинг 2.20)

**Листинг 2.20** Численное преобразование

*alert*( **"6"** / **"2"** ); *// 3, Строки преобразуются в числа*

Мы можем использовать функцию Number(value), чтобы явно преобразовать value к числу (Листинг 2.21)

**Листинг 2.21** Численное преобразование

**let *str*** = **"123"**;

*alert*(**typeof *str***); *// string*

**let *num*** = ***Number***(***str***); *// становится числом 123*

*alert*(**typeof *num***); *// number*

Правила численного преобразования:

|  |  |
| --- | --- |
| **Значение** | **Преобразуется в…** |
| undefined | NaN |
| null | 0 |
| true / false | 1 / 0 |
| string | Пробельные символы по краям обрезаются. Далее, если остаётся пустая строка, то 0, иначе из непустой строки «считывается» число. При ошибке результат NaN. |

### Логическое преобразование

Логическое преобразование самое простое.

Происходит в логических операторах (позже мы познакомимся с подобными конструкциями), но также может быть выполнено явно с помощью функции Boolean(value).

Правило преобразования:

1. Значения, которые интуитивно «пустые», вроде 0, пустой строки, null, undefined и NaN, становятся false.
2. Все остальные значения становятся true.

## Операторы

Многие операторы знакомы нам ещё со школы: сложение +, умножение \*, вычитание - и так далее.

В этой главе мы сконцентрируемся на операторах, которые в курсе математики не проходят.

### Термины: «унарный», «бинарный», «операнд»

*Операнд* – то, к чему применяется оператор. Например, в умножении 5 \* 2 есть два операнда: левый операнд равен 5, а правый операнд равен 2. Иногда их называют «аргументами» вместо «операндов».

*Унарным* называется оператор, который применяется к одному операнду. Например, оператор унарный минус "-" меняет знак числа на противоположный.

*Бинарным* называется оператор, который применяется к двум операндам. Тот же минус существует и в бинарной форме.

### Сложение строк, бинарный +

Обычно при помощи плюса '+' складывают числа.

Но если бинарный оператор '+' применить к строкам, то он их объединяет в одну (Листинг 2.22)

**Листинг 2.22** Сложение строк

**let *s*** = **"моя"** + **"строка"**;

*alert*(***s***); *// моястрока*

### Преобразование к числу, унарный плюс +

Плюс + существует в двух формах: бинарной, которую мы использовали выше, и унарной.

Унарный, то есть примененный к одному значению, плюс + ничего не делает с числами. Но если операнд не число, унарный плюс преобразует его в число (Листинг 2.23).

**Листинг 2.23** Унарный +

*// Не влияет на числа*

**let *x*** = 1;

*alert*( +***x*** ); *// 1*

**let *y*** = -2;

*alert*( +***y*** ); *// -2*

*// Преобразует нечисла в числа*

*alert*( +**true** ); *// 1*

*alert*( +**""** ); *// 0*

### Приоритет операторов

В том случае, если в выражении есть несколько операторов – порядок их выполнения определяется *приоритетом*, или, другими словами, существует определенный порядок выполнения операторов.

Из школы мы знаем, что умножение в выражении 2 \* 2 + 1 выполняется раньше сложения. Это как раз и есть «приоритет». Говорят, что умножение имеет более высокий приоритет, чем сложение.

Скобки важнее, чем приоритет, так что если мы не удовлетворены порядком по умолчанию, мы можем использовать их, чтобы изменить приоритет. Например, написать (1 + 2) \* 2.

В JavaScript много операторов. Каждый оператор имеет соответствующий номер приоритета. Тот, у кого это число больше – выполнится раньше. Если приоритет одинаковый, то порядок выполнения – слева направо.

Общую таблицу приоритетов операторов можно посмотреть здесь: <https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Operators/Operator_Precedence>

### Присваивание

Давайте отметим, что в таблице приоритетов также есть оператор присваивания =. У него один из самых низких приоритетов.

Именно поэтому, когда переменной что-либо присваивают, например, x = 2 \* 2 + 1, то сначала выполнится арифметика, а уже затем происходит присваивание =.

**Оператор "=" возвращает значение.**

Все операторы возвращают значение. Для некоторых это очевидно, например сложение + или умножение \*. Но и оператор присваивания не является исключением.

Вызов x = value записывает value в x и возвращает его.

### Остаток от деления %

Оператор взятия остатка %, несмотря на обозначение, никакого отношения к процентам не имеет.

Его результат a % b – это остаток от деления a на b (Листинг 2.24).

**Листинг 2.24** Оператор %

*alert*( 5 % 2 ); *// 1, остаток от деления 5 на 2*

*alert*( 8 % 3 ); *// 2, остаток от деления 8 на 3*

*alert*( 6 % 3 ); *// 0, остаток от деления 6 на 3*

### Возведение в степень \*\*

Оператор возведения в степень \*\* недавно добавили в язык.

Для натурального числа b результат a \*\* b равен a, умноженному на само себя b раз.

### Инкремент/декремент

Одной из наиболее частых операций в JavaScript, как и во многих других языках программирования, является увеличение или уменьшение переменной на единицу.

Для этого существуют даже специальные операторы:

1. Инкремент ++ увеличивает на 1;
2. Декремент -- уменьшает на 1.

Инкремент/декремент можно применить только к переменной. Попытка использовать его на значении, типа 5++, приведёт к ошибке.

## Операторы сравнения

Многие операторы сравнения известны нам из математики:

1. Больше/меньше: a > b, a < b.
2. Больше/меньше или равно: a >= b, a <= b.
3. Равно: a == b. Обратите внимание, для сравнения используется двойной знак равенства =. Один знак равенства a = b означал бы присваивание.
4. Не равно. В математике обозначается символом ≠. В JavaScript записывается как знак равенства с предшествующим ему восклицательным знаком: a != b.

Операторы сравнения, как и другие операторы, возвращают значение. Это значение имеет логический тип:

1. true – означает «да», «верно», «истина».
2. false – означает «нет», «неверно», «ложь».

**Листинг 2.25** Возврат значения логического оператора

*alert*( 2 > 1 ); *// true (верно)*

*alert*( 2 == 1 ); *// false (неверно)*

*alert*( 2 != 1 ); *// true (верно)*

### Сравнение строк

Чтобы определить, что одна строка больше другой, JavaScript использует «алфавитный» или «лексикографический» порядок.

Другими словами, строки сравниваются посимвольно.

Алгоритм сравнения двух строк довольно прост:

1. Сначала сравниваются первые символы строк.
2. Если первый символ первой строки больше (меньше), чем первый символ второй, то первая строка больше (меньше) второй.
3. Если первые символы равны, то таким же образом сравниваются уже вторые символы строк.
4. Сравнение продолжается, пока не закончится одна из строк.
5. Если обе строки заканчиваются одновременно, то они равны. Иначе, большей считается более длинная строка.

### Сравнение разных типов

При сравнении значений разных типов JavaScript приводит каждое из них к числу (Листинг 2.26).

**Листинг 2.26** Сравнение разных типов

*alert*( **'2'** > 1 ); *// true, строка '2' становится числом 2*

*alert*( **'01'** == 1 ); *// true, строка '01' становится числом 1*

### Строгое сравнение

Использование обычного сравнения == может вызывать проблемы. Например, оно не отличает 0 от false.

Это происходит из-за того, что операнды разных типов преобразуются оператором == к числу. В итоге, и пустая строка, и false становятся нулём.

Как же тогда отличать 0 от false?

**Оператор строгого равенства === проверяет равенство без приведения типов.**

Другими словами, если a и b имеют разные типы, то проверка a === b немедленно возвращает false без попытки их преобразования.

## Взаимодействие: alert, prompt, confirm

### alert

Синтаксис:

*alert(message);*

Этот код отобразит окно в браузере и приостановит дальнейшее выполнение скриптов до тех пор, пока пользователь не нажмет кнопку «OK».

Это небольшое окно с сообщением называется модальным окном. Понятие модальное означает, что пользователь не может взаимодействовать с интерфейсом остальной части страницы, нажимать на другие кнопки и т.д. до тех пор, пока взаимодействует с окном. В данном случае – пока не будет нажата кнопка «OK».

### prompt

Функция prompt принимает два аргумента:

*result = prompt(title, [default]);*

Этот код отобразит модальное окно с текстом, полем для ввода текста и кнопками OK/Отмена.

**title**

Текст для отображения в окне.

**default**

Необязательный второй параметр, который устанавливает начальное значение в поле для текста в окне.

Пользователь может напечатать что-либо в поле ввода и нажать OK. Он также может отменить ввод нажатием на кнопку «Отмена» или нажав на клавишу Esc.

Вызов prompt вернёт текст, указанный в поле для ввода, или null, если ввод отменен пользователем (Листинг 2.27)

**Листинг 2.27** Использование prompt

**let *age*** = *prompt*(**'Сколько тебе лет?'**, 100);

*alert*(**`Тебе** ${***age***} **лет!`**); *// Тебе 100 лет!*

### confirm

Синтаксис:

*result = confirm(question);*

Функция confirm отображает модальное окно с текстом вопроса question и двумя кнопками: OK и Отмена.

Результат true, если нажата кнопка OK. В других случаях – false (Листинг 2.28).

**Листинг 2.28** Использование confirm

**let *isBoss*** = *confirm*(**"Ты здесь главный?"**);

*alert*( ***isBoss*** ); *// true, если нажата OK*

## Условные операторы: if, '?'

Иногда нам нужно выполнить различные действия в зависимости от условий.

Для этого мы можем использовать оператор if и условный оператор ?, который также называют «оператор вопросительный знак».

Оператор if(...) вычисляет условие в скобках и, если результат true, то выполняет блок кода (Листинг 2.29).

**Листинг 2.29** Использование оператора if

**let *year*** = *prompt*(**'В каком году появилась спецификация ECMAScript-2015?'**, **''**);

**if** (***year*** == 2015) *alert*( **'Вы правы!'** );

Если мы хотим выполнить более одной инструкции, то нужно заключить блок кода в фигурные скобки.

Рекомендуется использовать фигурные скобки {} всегда, когда вы используете оператор if, даже если выполняется только одна команда. Это улучшает читабельность кода.

Оператор if (…) вычисляет выражение в скобках и преобразует результат к логическому типу.

Оператор if может содержать необязательный блок «else» («иначе»). Выполняется, когда условие ложно (Листинг 2.30).

**Листинг 2.30** Использование блока else

**let *year*** = *prompt*(**'В каком году появилась спецификация ECMAScript-2015?'**, **''**);

**if** (***year*** == 2015) {

*alert*( **'Да вы знаток!'** );

} **else** {

*alert*( **'А вот и неправильно!'** ); *// любое значение, кроме 2015*

}

Иногда, нужно проверить несколько вариантов условия. Для этого используется блок else if (Листинг 2.31).

**Листинг 2.31** Использование блока else if

**let *year*** = *prompt*(**'В каком году появилась спецификация ECMAScript-2015?'**, **''**);

**if** (***year*** < 2015) {

*alert*( **'Это слишком рано...'** );

} **else if** (***year*** > 2015) {

*alert*( **'Это поздновато'** );

} **else** {

*alert*( **'Верно!'** );

}

Иногда, нам нужно назначить переменную в зависимости от условия (Листинг 2.32).

**Листинг 2.32** Задание переменной в зависимости от условия

**let *accessAllowed***;

**let *age*** = *prompt*(**'Сколько вам лет?'**, **''**);

**if** (***age*** > 18) {

***accessAllowed*** = **true**;

} **else** {

***accessAllowed*** = **false**;

}

*alert*(***accessAllowed***);

Так называемый «условный» оператор «вопросительный знак» позволяет нам сделать это более коротким и простым способом.

Оператор представлен знаком вопроса ?. Его также называют «тернарный», так как этот оператор, единственный в своем роде, имеет три аргумента.

Синтаксис:

*let result = условие ? значение1 : значение2;*

Сначала вычисляется условие: если оно истинно, тогда возвращается значение1, в противном случае – значение2 (Листинг 2.33).

**Листинг 2.33** Тернарный оператор

**let *accessAllowed*** = (age > 18) ? **true** : **false**;

### Практическая работа №4

1. Используя конструкцию if..else, напишите код, который будет спрашивать: «Какое «официальное» название JavaScript?» Если пользователь вводит «ECMAScript», то показать: «Верно!», в противном случае – отобразить: «Не знаете? ECMAScript!»;
2. Используя конструкцию if..else, напишите код, который получает число через prompt, а затем выводит в alert:
3. 1, если значение больше нуля,
4. -1, если значение меньше нуля,
5. 0, если значение равно нулю.

Предполагается, что пользователь вводит только числа.

1. Перепишите if с использованием условного оператора '?':

**let *result***;

**if** (a + b < 4) {

***result*** = **'Мало'**;

} **else** {

***result*** = **'Много'**;

}

## Логические операторы

В JavaScript есть три логических оператора: || (ИЛИ), && (И) и ! (НЕ).

Несмотря на своё название, данные операторы могут применяться к значениям любых типов. Полученные результаты также могут иметь различный тип.

### || (ИЛИ)

Оператор «ИЛИ» выглядит как двойной символ вертикальной черты:

*result = a || b;*

Традиционно в программировании ИЛИ предназначено только для манипулирования булевыми значениями: в случае, если какой-либо из аргументов true, он вернёт true, в противоположной ситуации возвращается false (Листинг 2.34).

**Листинг 2.34** Использование логического ИЛИ

**let *hour*** = 9;

**if** (***hour*** < 10 || ***hour*** > 18) {

*alert*( **'Офис закрыт.'** );

}

Описанная выше логика соответствует традиционной. Теперь давайте поработаем с «дополнительными» возможностями JavaScript.

Расширенный алгоритм работает следующим образом.

При выполнении ИЛИ || с несколькими значениями:

*result = value1 || value2 || value3;*

Оператор || выполняет следующие действия:

1. Вычисляет операнды слева направо.
2. Каждый операнд конвертирует в логическое значение. Если результат true, останавливается и возвращает исходное значение этого операнда.
3. Если все операнды являются ложными (false), возвращает последний из них.
4. Значение возвращается в исходном виде, без преобразования.

Другими словами, цепочка ИЛИ "||" возвращает первое истинное значение или последнее, если такое значение не найдено (Листинг 2.35).

**Листинг 2.35** Расширенные возможности логического ИЛИ

*alert*( 1 || 0 ); *// 1*

*alert*( **true** || **'no matter what'** ); *// true*

*alert*( **null** || 1 ); *// 1 (первое истинное значение)*

*alert*( **null** || 0 || 1 ); *// 1 (первое истинное значение)*

*alert*( **undefined** || **null** || 0 ); *// 0 (поскольку все ложно, возвращается последнее значение)*

### && (И)

Оператор И пишется как два амперсанда &&:

*result = a && b;*

В традиционном программировании И возвращает true, если оба аргумента истинны, а иначе – false (Листинг 2.36).

**Листинг 2.36** Традиционное использование оператора И

**let *hour*** = 12;

**let *minute*** = 30;

**if** (***hour*** == 12 && ***minute*** == 30) {

*alert*( **'The time is 12:30'** );

}

При нескольких подряд операторах И:

*result = value1 && value2 && value3;*

Оператор && выполняет следующие действия:

1. Вычисляет операнды слева направо.
2. Каждый операнд преобразует в логическое значение. Если результат false, останавливается и возвращает исходное значение этого операнда.
3. Если все операнды были истинными, возвращается последний.
4. Другими словами, И возвращает первое ложное значение. Или последнее, если ничего не найдено.

Вышеуказанные правила схожи с поведением ИЛИ. Разница в том, что И возвращает первое *ложное* значение, а ИЛИ –  первое *истинное* (Листинг 2.37).

**Листинг 2.37** Расширенное использование оператора И

*// Если первый операнд истинный,*

*// И возвращает второй:*

*alert*( 1 && 0 ); *// 0*

*alert*( 1 && 5 ); *// 5*

*// Если первый операнд ложный,*

*// И возвращает его. Второй операнд игнорируется*

*alert*( **null** && 5 ); *// null*

*alert*( 0 && **"no matter what"** ); *// 0*

### ! (НЕ)

Оператор НЕ представлен восклицательным знаком !.

Синтаксис довольно прост:

*result = !value;*

Оператор принимает один аргумент и выполняет следующие действия:

Сначала приводит аргумент к логическому типу true/false.

Затем возвращает противоположное значение.

Приоритет НЕ ! является наивысшим из всех логических операторов, поэтому он всегда выполняется первым, перед && или ||.

## Циклы while и for

При написании скриптов зачастую встаёт задача сделать однотипное действие много раз.

Например, вывести товары из списка один за другим. Или просто перебрать все числа от 1 до 10 и для каждого выполнить одинаковый код.

Для многократного повторения одного участка кода предусмотрены циклы.

### Цикл «while»

Цикл while имеет следующий синтаксис:

*while (condition) {*

*// код*

*// также называемый "телом цикла"*

*}*

Код из тела цикла выполняется, пока условие condition истинно.

Например, цикл ниже выводит i, пока i < 3 (Листинг 2.38)

**Листинг 2.38** Пример использования цикла while

**let *i*** = 0;

**while** (***i*** < 3) { *// выводит 0, затем 1, затем 2*

*alert*( ***i*** );

***i***++;

}

Одно выполнение тела цикла по-научному называется *итерация*. Цикл в примере выше совершает три итерации.

Если бы строка i++ отсутствовала в примере выше, то цикл бы повторялся (в теории) вечно. На практике, конечно, браузер не позволит такому случиться, он предоставит пользователю возможность остановить «подвисший» скрипт, а JavaScript на стороне сервера придётся «убить» процесс.

Любое выражение или переменная может быть условием цикла, а не только сравнение: условие while вычисляется и преобразуется в логическое значение.

### Цикл «do…while»

Проверку условия можно разместить под телом цикла, используя специальный синтаксис do..while:

*do {*

*// тело цикла*

*} while (condition);*

Цикл сначала выполнит тело, а затем проверит условие condition, и пока его значение равно true, он будет выполняться снова и снова.

Такая форма синтаксиса оправдана, если вы хотите, чтобы тело цикла выполнилось хотя бы один раз, даже если условие окажется ложным. На практике чаще используется форма с предусловием: while(…) {…}.

### Цикл «for»

Более сложный, но при этом самый распространённый цикл — цикл for.

Выглядит он так:

*for (начало; условие; шаг) {*

*// ... тело цикла ...*

*}*

Цикл ниже выполняет alert(i) для i от 0 до (но не включая) 3 (Листинг 2.39).

**Листинг 2.39** Пример использования цикла for

**for** (**let *i*** = 0; ***i*** < 3; ***i***++) { *// выведет 0, затем 1, затем 2*

*alert*(***i***);

}

То есть, *начало* выполняется один раз, а затем каждая итерация заключается в проверке условия, после которой выполняется *тело* и *шаг*.

### Прерывание цикла: «break»

Обычно цикл завершается при вычислении *условия* в false.

Но мы можем выйти из цикла в любой момент с помощью специальной директивы break.

Например, следующий код подсчитывает сумму вводимых чисел до тех пор, пока посетитель их вводит, а затем – выдает результат (Листинг 2.40).

**Листинг 2.40** Пример использования команды break

**let *sum*** = 0;

**while** (**true**) {

**let *value*** = +*prompt*(**"Введите число"**, **''**);

**if** (!***value***) **break**; *// (\*)*

***sum*** += ***value***;

}

*alert*( **'Сумма: '** + ***sum*** );

Директива break в строке (\*) полностью прекращает выполнение цикла и передаёт управление на строку за его телом, то есть на alert.

Вообще, сочетание «бесконечный цикл + break» – отличная штука для тех ситуаций, когда условие, по которому нужно прерваться, находится не в начале или конце цикла, а посередине.

### Переход к следующей итерации: continue

Директива continue – «облегчённая версия» break. При её выполнении цикл не прерывается, а переходит к следующей итерации (если условие все ещё равно true).

Ее используют, если понятно, что на текущем повторе цикла делать больше нечего (Листинг 2.41).

**Листинг 2.41** Пример использования команды continue

**for** (**let *i*** = 0; ***i*** < 10; ***i***++) {

*// если true, пропустить оставшуюся часть тела цикла*

**if** (***i*** % 2 == 0) **continue**;

*alert*(***i***); *// 1, затем 3, 5, 7, 9*

}

Для четных значений i, директива continue прекращает выполнение тела цикла и передает управление на следующую итерацию for (со следующим числом). Таким образом alert вызывается только для нечётных значений.

## Конструкция "switch"

Конструкция switch заменяет собой сразу несколько if.

Она представляет собой более наглядный способ сравнить выражение сразу с несколькими вариантами.

Конструкция switch имеет один или более блок case и необязательный блок default.

Выглядит она так:

*switch(x) {*

*case 'value1': // if (x === 'value1')*

*...*

*[break]*

*case 'value2': // if (x === 'value2')*

*...*

*[break]*

*default:*

*...*

*[break]*

*}*

1. Переменная x проверяется на строгое равенство первому значению value1, затем второму value2 и так далее.
2. Если соответствие установлено – switch начинает выполняться от соответствующей директивы case и далее, до ближайшего break (или до конца switch).
3. Если ни один case не совпал – выполняется (если есть) вариант default.

Пример использования можно увидеть в Листинге 2.42.

**Листинг 2.42** Пример использования конструкции switch

**let *a*** = 2 + 2;

**switch** (***a***) {

**case** 3:

*alert*( **'Маловато'** );

**break**;

**case** 4:

*alert*( **'В точку!'** );

**break**;

**case** 5:

*alert*( **'Перебор'** );

**break**;

**default**:

*alert*( **"Нет таких значений"** );

}

Здесь оператор switch последовательно сравнит a со всеми вариантами из case.

Сначала 3, затем – так как нет совпадения – 4. Совпадение найдено, будет выполнен этот вариант, со строки alert( 'В точку!' ) и далее, до ближайшего break, который прервет выполнение.

**Если break нет, то выполнение пойдёт ниже по следующим case, при этом остальные проверки игнорируются.**

## Функции

Зачастую нам надо повторять одно и то же действие во многих частях программы.

Например, необходимо красиво вывести сообщение при приветствии посетителя, при выходе посетителя с сайта, ещё где-нибудь.

Чтобы не повторять один и тот же код во многих местах, придуманы функции. Функции являются основными «строительными блоками» программы.

Примеры встроенных функций вы уже видели – это alert(message), prompt(message, default) и confirm(question). Но можно создавать и свои.

### Объявление функции

Для создания функций мы можем использовать *объявление функции* (Листинг 2.43).

**Листинг 2.43** Пример объявления функции

**function** *showMessage*() {

*alert*( **'Всем привет!'** );

}

Вначале идёт ключевое слово function, после него имя функции, затем список параметров в круглых скобках через запятую (в вышеприведенном примере он пустой) и, наконец, код функции, также называемый «телом функции», внутри фигурных скобок.

*function имя(параметры) {*

*...тело...*

*}*

Наша новая функция может быть вызвана по её имени: showMessage() (Листинг 2.44).

**Листинг 2.44** Пример вызова функции

**function** *showMessage*() {

*alert*( **'Всем привет!'** );

}

*showMessage*();

*showMessage*();

Вызов showMessage() выполняет код функции. Здесь мы увидим сообщение дважды.

Этот пример явно демонстрирует одно из главных предназначений функций: избавление от дублирования кода.

Если понадобится поменять сообщение или способ его вывода – достаточно изменить его в одном месте: в функции, которая его выводит.

### Локальные переменные

Переменные, объявленные внутри функции, видны только внутри этой функции (Листинг 2.45).

**Листинг 2.45** Локальные переменные функции

***function*** *showMessage() {*

***let*** *message =* ***"Привет, я JavaScript!"****; // локальная переменная*

*alert( message );*

*}*

*showMessage(); // Привет, я JavaScript!*

*alert( message ); // <-- будет ошибка, т.к. переменная видна только внутри функции*

### Внешние переменные

У функции есть доступ к внешним переменным, Листинг 2.46.

**Листинг 2.46** Использование внешних переменных внутри функции

**let *userName*** = **'Вася'**;

**function** *showMessage*() {

**let** message = **'Привет, '** + ***userName***;

*alert*(message);

}

*showMessage*(); *// Привет, Вася*

Функция обладает полным доступом к внешним переменным и может изменять их значение.

Внешняя переменная используется, только если внутри функции нет такой локальной.

Если одноименная переменная объявляется внутри функции, тогда она перекрывает внешнюю. Например, в коде Листинга 2.47 функция использует локальную переменную userName. Внешняя будет проигнорирована

**Листинг 2.47** Игнорирование внешней переменной

**let *userName*** = **'Вася'**;

**function** *showMessage*() {

**let** userName = **"Петя"**; *// объявляем локальную переменную*

**let** message = **'Привет, '** + userName; *// Петя*

*alert*(message);

}

*// функция создаст и будет использовать свою собственную локальную переменную userName*

*showMessage*();

*alert*( ***userName*** ); *// Вася, не изменилась, функция не трогала внешнюю переменную*

Переменные, объявленные снаружи всех функций, такие как внешняя переменная userName в вышеприведенном коде – называются *глобальными*.

*Глобальные переменные* видимы для любой функции (если только их не перекрывают одноименные локальные переменные).

Желательно сводить использование глобальных переменных к минимуму. В современном коде обычно мало или совсем нет глобальных переменных. Хотя они иногда полезны для хранения важнейших «общепроектовых» данных.

### Параметры

Мы можем передать внутрь функции любую информацию, используя параметры (также называемые *аргументы функции*).

В нижеприведенном примере функции передаются два параметра: from и text (Листинг 2.48).

**Листинг 2.48** Параметры функции

**function** *showMessage*(from, text) { *// аргументы: from, text*

*alert*(from + **': '** + text);

}

*showMessage*(**'Аня'**, **'Привет!'**); *// Аня: Привет! (\*)*

*showMessage*(**'Аня'**, **"Как дела?"**); *// Аня: Как дела? (\*\*)*

Когда функция вызывается в строках (\*) и (\*\*), переданные значения копируются в локальные переменные from и text. Затем они используются в теле функции.

Вот ещё один пример: у нас есть переменная from, и мы передаем ее функции. Обратите внимание: функция изменяет значение from, но это изменение не видно снаружи. Функция всегда получает только копию значения (Листинг 2.49):

**Листинг 2.49** Параметры функции - локальные переменные

**function** *showMessage*(from, text) {

from = **'\*'** + from + **'\*'**; *// немного украсим "from"*

*alert*( from + **': '** + text );

}

**let *from*** = **"Аня"**;

*showMessage*(***from***, **"Привет"**); *// \*Аня\*: Привет*

*// значение "from" осталось прежним, функция изменила значение локальной переменной*

*alert*( ***from*** ); *// Аня*

### Параметры по умолчанию

Если параметр не указан, то его значением становится undefined.

Если мы хотим задать параметру значение по умолчанию, мы должны указать его после = (Листинг 2.50).

**Листинг 2.50** Параметры функции - значения по умолчанию

**function** *showMessage*(from, text = **"текст не добавлен"**) {

*alert*( from + **": "** + text );

}

*showMessage*(**"Аня"**); *// Аня: текст не добавлен*

Теперь, если параметр text не указан, его значением будет "текст не добавлен"

В данном случае "текст не добавлен" это строка, но на её месте могло бы быть и более сложное выражение, которое бы вычислялось и присваивалось при отсутствии параметра.

### Возврат значения

Функция может вернуть результат, который будет передан в вызвавший её код.

Простейшим примером может служить функция сложения двух чисел (Листинг 2.51).

**Листинг 2.51** Возврат значения функции

**function** *sum*(a, b) {

**return** a + b;

}

**let *result*** = *sum*(1, 2);

*alert*( ***result*** ); *// 3*

Директива return может находиться в любом месте тела функции. Как только выполнение доходит до этого места, функция останавливается, и значение возвращается в вызвавший ее код (присваивается переменной result выше).

Возможно использовать return и без значения. Это приведет к немедленному выходу из функции.

### Выбор имени функции

Функция – это действие. Поэтому имя функции обычно является глаголом. Оно должно быть простым, точным и описывать действие функции, чтобы программист, который будет читать код, получил верное представление о том, что делает функция.

Как правило, используются глагольные префиксы, обозначающие общий характер действия, после которых следует уточнение. Обычно в командах разработчиков действуют соглашения, касающиеся значений этих префиксов.

Например, функции, начинающиеся с "show" обычно что-то показывают.

Функции, начинающиеся с…

1. "get…" – возвращают значение,
2. "calc…" – что-то вычисляют,
3. "create…" – что-то создают,
4. "check…" – что-то проверяют и возвращают логическое значение, и т.д.

Примеры таких имен:

showMessage(..) *// показывает сообщение*

getAge(..) *// возвращает возраст (в каком либо значении)*

calcSum(..) *// вычисляет сумму и возвращает результат*

createForm(..) *// создаёт форму (и обычно возвращает её)*

checkPermission(..) *// проверяет доступ, возвращая true/false*

Благодаря префиксам, при первом взгляде на имя функции становится понятным что делает её код, и какое значение она может возвращать.

Функции должны быть короткими и делать только что-то одно. Если это что-то большое, имеет смысл разбить функцию на несколько меньших. Иногда следовать этому правилу непросто, но это определённо хорошее правило.

Небольшие функции не только облегчают тестирование и отладку – само существование таких функций выполняет роль хороших комментариев!

### Function Expression

Функция в JavaScript – это не магическая языковая структура, а особого типа значение.

Синтаксис, который мы использовали до этого, называется *Function Declaration* (Объявление Функции):

***function*** *sayHi() {*

*alert(* ***"Привет"*** *);*

*}*

Существует еще один синтаксис создания функций, который называется *Function Expression* (Функциональное Выражение).

Оно выглядит вот так:

**let** *sayHi* = **function**() {

*alert*( **"Привет"** );

};

В коде выше функция создается и явно присваивается переменной, как любое другое значение. По сути без разницы, как мы определили функцию, это просто значение, хранимое в переменной sayHi.

Мы можем скопировать функцию в другую переменную (Листинг 2.52).

**Листинг 2.52** Копирование функции

**function** *sayHi*() { *// (1) создаём*

*alert*( **"Привет"** );

}

**let *func*** = *sayHi*; *// (2) копируем*

***func***(); *// Привет // (3) вызываем копию (работает)!*

*sayHi*(); *// Привет // прежняя тоже работает (почему бы нет)*

### Функции-«колбэки»

Рассмотрим еще примеры функциональных выражений и передачи функции как значения.

Давайте напишем функцию ask(question, yes, no) с тремя параметрами:

**question**

Текст вопроса

**yes**

Функция, которая будет вызываться, если ответ будет «Yes»

**no**

Функция, которая будет вызываться, если ответ будет «No»

Наша функция должна задать вопрос question и, в зависимости от того, как ответит пользователь, вызвать yes() или no() (Листинг 2.53).

**Листинг 2.53** Функции как параметры другой функции

**function** *ask*(question, yes, no) {

**if** (*confirm*(question)) yes()

**else** no();

}

**function** *showOk*() {

*alert*( **"Вы согласны."** );

}

**function** *showCancel*() {

*alert*( **"Вы отменили выполнение."** );

}

*// использование: функции showOk, showCancel передаются в качестве аргументов ask*

*ask*(**"Вы согласны?"**, *showOk*, *showCancel*);

На практике подобные функции очень полезны. Основное отличие «реальной» функции ask от примера выше будет в том, что она использует более сложные способы взаимодействия с пользователем, чем простой вызов confirm. В браузерах такие функции обычно отображают красивые диалоговые окна.

**Аргументы функции ask ещё называют функциями-колбэками или просто колбэками.**

Ключевая идея в том, что мы передаём функцию и ожидаем, что она вызовется обратно (от англ. «call back» – обратный вызов) когда-нибудь позже, если это будет необходимо. В нашем случае, showOk становится колбэком для ответа «yes», а showCancel – для ответа «no».

Мы можем переписать этот пример значительно короче, используя Function Expression (Листинг 2.54).

**Листинг 2.54** Описание колбэков в Function Expression

**function** *ask*(question, yes, no) {

**if** (*confirm*(question)) yes()

**else** no();

}

*ask*(

**"Вы согласны?"**,

**function**() { *alert*(**"Вы согласились."**); },

**function**() { *alert*(**"Вы отменили выполнение."**); }

);

Здесь функции объявляются прямо внутри вызова ask(...). У них нет имён, поэтому они называются *анонимными*. Такие функции недоступны снаружи ask (потому что они не присвоены переменным), но это как раз то, что нам нужно.

Подобный код, появившийся в нашем скрипте выглядит очень естественно, в духе JavaScript.

### Функции-стрелки, основы

Существует ещё более простой и краткий синтаксис для создания функций, который часто лучше, чем синтаксис Function Expression.

Он называется «функции-стрелки» или «стрелочные функции» (arrow functions), т.к. выглядит следующим образом:

*let func = (arg1, arg2, ...argN) => expression*

Такой код создаёт функцию func с аргументами arg1..argN и вычисляет expression с правой стороны с их использованием, возвращая результат (Листинг 2.55).

**Листинг 2.55** Пример стрелочной функции

**let** *sum* = (a, b) => a + b;

*/\* Более короткая форма для:*

*let sum = function(a, b) {*

*return a + b;*

*};*

*\*/*

*alert*( *sum*(1, 2) ); *// 3*

То есть, (a, b) => a + b задаёт функцию с двумя аргументами a и b, которая при запуске вычисляет выражение справа a + b и возвращает его результат.

Если у нас только один аргумент, то круглые скобки вокруг параметров можно опустить, сделав запись ещё короче (Листинг 2.56).

**Листинг 2.56** Пример стрелочной функции без скобок

*// тоже что и*

*// let double = function(n) { return n \* 2 }*

**let** *double* = n => n \* 2;

*alert*( *double*(3) ); *// 6*

Если нет аргументов, указываются пустые круглые скобки (Листинг 2.57).

**Листинг 2.57** Пример стрелочной функции без входных параметров

**let** *sayHi* = () => *alert*(**"Hello!"**);

*sayHi*();

Поначалу функции-стрелки могут показаться необычными и трудно читаемыми, но это быстро пройдет, как только глаза привыкнут к этим конструкциям.

Они очень удобны для простых однострочных действий, когда лень писать много букв.

В примерах выше аргументы использовались слева от =>, а справа вычислялось выражение с их значениями.

Порой нам нужно что-то посложнее, например, выполнить несколько инструкций. Это также возможно, нужно лишь заключить инструкции в фигурные скобки. И использовать return внутри них, как в обычной функции (Листинг 2.58).

**Листинг 2.58** Пример многострочной стрелочной функции

**let** *sum* = (a, b) => { *// фигурная скобка, открывающая тело многострочной функции*

**let** result = a + b;

**return** result; *// при фигурных скобках для возврата значения нужно явно вызвать return*

};

*alert*( *sum*(1, 2) ); *// 3*